**Home Assignment - 7  
Due Date: 11/16/2018, 11.59 pm**

**Total Points: 100**

**End of Chapter 8 Questions**

8.10.1 – Multiple Choice Exercises – 3, 5, 7, 12 (1 point each: 1\* 4 = 4 points)

8.10.2 – Reading and Understanding Code – 18, 20, 22, 24 (2 points each: 2 \* 4 = 8 points)

8.10.3 – Fill in the Code – 28, 30, 32, 35 (3 points each: 3 \* 4 = 12 points)

8.10.4 – Identifying errors in Code – 36, 39, 41, 43 (2 points each: 2 \* 4 = 8 points)

**End of Chapter 9 Questions**

9.10.1 – Multiple Choice Exercises – 5, 6, 7, 8, 11 (1 points each: 1 \* 5 = 5 points)

9.10.2 – Reading and Understanding Code – 20, 22, 23, 25, 29   
 (2 points each: 2 \* 5 = 10 points)

9.10.3 – Fill in the Code – 36, 39, 40 (3 points each: 3 \* 3 = 9 points)

**Programming Exercise (44 points):**

Stack is a container of elements that are inserted and removed according to the Last-in-First-out (LIFO) principle – the last element that goes into the stack is the first one that comes out like a stack of books. The last book added to the stack is the first one that comes out of the stack. The three operations that a stack structure must support are

1. Push operation – inserting an item to the stack
2. Pop operation – deleting an item from the stack
3. Top operation – that returns the last item pushed on to the stack.

![Data stack.svg](data:image/png;base64,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)

(Courtesy: https://upload.wikimedia.org/wikipedia/commons/2/29/Data\_stack.svg)

You will implement a user-defined class called ***Stack*** with the following:

***Instance Variables***

* An int array called list to act as a container of the elements of the stack
* An int value count that will keep count of elements in the stack. (Please remember an array can be partially filled.

***Constructors and Methods***

* A default constructor that initializes the list instance variable to an array of length 5
* An overloaded constructor that takes an int array as a parameter, and an int value that provides a count of the elements in the array that is being passed as a parameter.
* Get method – size( ) to return the count of elements in the stack.
* push() method that takes an int value as a parameter which will be added to the stack. Please note this method would have to first check if the array is full by calling the isFull ( ) method before adding the element to the stack. If the array is full then the method will call a helper method (private method) addCapacity( ) that will increase the capacity of the list to double the original size and copy the values from the original array.
* pop() method that will remove the element from the top of the stack and return that element.
* top( ) method that returns the element at the top of the stack
* isEmpty ( ) method that checks if the stack is empty
* isFull ( ) method that checks if the stack is full
* Method maxValue( ) that returns the maximum value that is currently stored in the stack.
* Get method – getList( ) to return a copy of list. Note this method should return a copy of the list with elements copied from the original list to preserve encapsulation.
* toString( ) method that returns the contents of the stack as a String.
* equals( ) method that checks if the contents of two Stack objects are the same.

Next implement a test program, StackTest with the main( ) method and do the following in the test program

1. Create an int array with length 10 and store 10 random int values in the array between 1 and 100. Make use of the Random class to generate these random values.
2. Create a Stack object using the overloaded constructor and pass the array you created in the first step.
3. Print the contents of the stack.
4. Add the following values to the stack by calling the push method: 32, 5, 73, 82, 19
5. Print the contents of the stack.
6. Print the maximum value in the stack
7. Perform a pop operation on the stack and print the value the pop method returns
8. Print the contents of the stack.
9. Call the top( ) method to print the element at the top of the stack
10. Perform another pop operation on the stack and print the value the pop method returns
11. Call the top( ) method to print the element at the top of the stack
12. Print the contents of the stack.
13. Perform one more pop operation on the stack and print the value the pop method returns
14. Call the top( ) method to print the element at the top of the stack
15. Print the contents of the stack.

**Things to submit:**

* In a word document type your name and assignment number
* Type answers to each of the end of chapter questions. For code, change the font face to Courier New.
* Copy and paste the source code of Stack.java and StackTest.java
* Copy and paste the output of one run of the StackTest program.
* Copy and paste the screen shot of the output window.
* Submit the word file along with the zipped NetBeans folder using the link in Blackboard.